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Abstract Any minimization problem involves a computer algorithm. Many such
algorithms have been developed for the boolean minimizations, in diverse areas from com-
puter science to social sciences (with the famous QCA algorithm). For a small number of
entries (causal conditions in the QCA) any such algorithm will find a minimal solution, espe-
cially with the aid of the modern computers. However, for a large number of conditions a
quick and complete solution is not easy to find using an algorithmic approach, due to the
extremely large space of possible combinations to search in. In this article I will demonstrate
a simple alternative solution, a mathematical method to obtain all possible minimized prime
implicants. This method is not only easier to understand than other complex algorithms, but
it proves to be a faster method to obtain an exact and complete boolean solution.

Keywords Qualitative comparative analysis · Boolean minimization ·
Computer algorithms · Small-N research

1 Introduction

Shannon’s (1938) master thesis had a dramatic influence on science and modern technol-
ogy. His paper layed the theoretical foundation for building computers and subsequently to
thousands of other applications; admitting that computers play an important role in our lives,
it was one of the most important papers in the last century, spreading to every corner of any
developed society.

About 20 years later, McCluskey (1956) wrote another famous paper as part of his doctoral
thesis while at Massachusetts Institute of Technology in the electrical engineering field. His
paper was related to simplifying switching circuits and he proposed an algorithm which is still
the standard for the exact boolean minimizations. The algorithm is called Quine–McCluskey
to reflect the previous work of Quine (1952, 1955) to obtain a minimum solution. The

A. Duşa (B)
Faculty of Sociology and Social Work, University of Bucharest, 1, Schitu Mǎgureanu Road,
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100 A. Duşa

algorithm is capable of simplifying a logical expression to obtain a minimal sum of products
and is based on two main properties:

– any logical expression can be rewritten using the distributive law
– the reunion of A with a (not A) is always equal to 1 (or is always TRUE)

For example, the boolean expression ABC + aBC can be rewritten as (A + a)BC using
the distributive law. Since the sum between the brackets A +a is equal to 1, the result is BC .
This is just a very simple example of a boolean minimization.

In social sciences, the most famous is the Qualitative Comparative Algorithm developed
by Ragin (1987) who adapted the Quine–McCluskey procedure in sociology and political
sciences. In fact, the foundation of Shannon’s paper comes also from the social sciences,
inspired from a philosophy class he took while a student, later demonstrating how to adapt
boolean algebra to electric circuits.

Ragin was the first to see the utility of this technique for the representations on causes and
effects; his work is heavily influenced by Mill’s (1843) inductive cannons.

QCA is a via media (DeMeur and Rihoux 2002) between the qualitative world (centered
on cases and case studies) and the quantitative world (centered on variables). Qualitative in
nature, QCA eliminates individual subjective perspectives by employing a boolean algorithm
which always yields the same solution. Results become replicable and the analysis gains trust,
as understood by quantitative researchers.

Quantitative techniques use a large number of cases to draw inferences based primarily
on correlations, but they focus solely on various degrees of presence of causes; using binary
logic, QCA focuses on both presence and absence of causal conditions. Indeed, an outcome
can also be triggered by the absence of a cause; for example we could imagine that anarchy
or chaos can be caused (among other factors) by the absence of a strong legal system.

QCA’s solutions are presented in minimum combinations of presence/absence of causal
conditions that are necessary and/or sufficient for producing the outcome. Starting from a
relatively small number of observed combinations, the analysis performs a minimization
process to derive the minimum combinations.

For a small number of causal conditions the minimization process can be performed
by hand, but each new condition entered in the analysis increases the number of possible
combinations exponentially.

2 Current algorithms to produce a boolean minimization solution

2.1 fsQCA

The fuzzy-set QCA software developed by Ragin (2006) and his team at the University of
Arizona is the more developed version of the QCA software designed to work in the DOS
environment. This software performs both crisp-set analysis (with dichotomous cases: either
in or out) and fuzzy-set analysis (that permits membership in a set with a continuous range
between from 0 and 1) and is useful for sociology and political sciences research, although
it is by no means limited to these areas.

The crisp-set procedure employed in this software is the standard Quine–McCluskey
algorithm and is currently under a heavy revision to port the code from Modula2 (the original
programming language) in the C language. The fuzzy-set procedure, although the most
advanced in the field, is still continually updated and refreshed with Ragin’s latest
innovations.
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A mathematical approach to the boolean minimization problem 101

Performing both crisp and fuzzy-set analysis in the same package has great advantages;
for example Ragin has a technique to transform the data from fuzzy sets spaces to crisp truth
tables and subsequently perform a boolean minimization.

2.2 Tosmana

Tosmana is another software designed in the political sciences field by Cronqvist (2006) at
the University of Marburg. The main contribution in this package is the introduction of the
Multi-Value logic in the minimization process (a technique called MVQCA). Unlike fuzzy-
sets that present a continuum from 0 to 1, causal conditions in Tosmana present multiple
discrete categories.

The minimization logic of the algorithm is similar to the boolean logic, returning not only
minimum presence/absence combinations, but also minimum combination of levels in causal
conditions responsible for producing the outcome.

The algorithm behind this software is called the Graph Based Engine and has a very fast
implementation in the compiled .Net code. This engine is a departure from the exact method,
stressing its power on speed even with a high number of causal conditions; it is debatable
however how far the results are from the standard exact procedure, given that any graph based
algorithm is only an approximation of an exact solution. For a small number of causal condi-
tions the engine returnes the same solutions, but there are sometimes significant differences
when performing QCA with more than 10 causal conditions.

2.3 Espresso

This software is the work of the engineers from UC Berkeley and is in many ways an exten-
tion of the classic boolean minimization problem. It uses the so-called PLA (programmable
logic arrays) minimization and it can handle multiple values in the input file. This technique
can deal with up to 64 variables in the input, using a heuristic method to arrive at a minimum
solution. The only impediment is that it returnes only the first minimum solution found,
whereas multiple alternative solutions are found in the exact boolean procedure. While per-
fect for electrical engineering (obtain a result with the lowest possible cost, as low power
consumption is a primary concern) it is not suited for social science research that needs all
possible minimum solutions.

Unfortunately, the development of this software is currently stopped due to lack of funding.

2.4 BOOM-II (from BOOlean Minimization)

Fišer and Kubátová (2006) from the Czech Technical University continued the work on
Espresso but under a different philosophy. Unlike all the other software that produce
implicants bottom-up, this method applies a top-bottom strategy: while the classic Quine–
McCluskey algorithm gradually reduces the number of literals from an initial expression,
BOOM starts from the simplest possible expressions and it gradually adds literals until a
minimum solution is found.

The second version of BOOM (called BOOM-II) combines the initial algorithm with
another one called FC-Min in order to solve minimization problems with an extremely large
number of input conditions. This approach is very appealing but as far as I understand the
algorithm returnes only the first minimal solution instead of all possible ones, and is not guar-
anteed to find a minimum solution for very large number of input variables. While finding
only one of the shortest paths to the outcome is perfectly logic for electric circuits, in the
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social sciences the task is to find all paths that lead to producing the phenomenon of interest,
for which purpose BOOM is not well suited.

This paper proposes a derivation of the classic Quine–McCluskey algorithm, based on
simple steps and visibly faster than all the other current exact methods. Although it does
not completely remove an algorithmic, iterative process of obtaining a minimized solution,
the method presented in this paper does return all possible minimum solutions and is based
on simple mathematical operations which not only increase the speed but also require less
computer resources.

3 From base 2 to base 3

In my opinion the present “exact” boolean minimization algorithms (including QCA) pays a
tribute and continues the tradition of the original Shannon and McCluskey papers. Coming
from the engineering field, both are centered on values 0 and 1 (as numerical representa-
tions of the closed and opened gates). McCluskey’s example (1956, p. 1420) on canonical
expansion uses a combination of 0s, 1s and dashes (−):[

0 0 1 1
3

]
+

[
0 1 1 1

7

]
=

[
0 − 1 1

3, 7

]

Other algorithms present an “x” sign for a minimized literal, but generally this pattern
is preserved. Interesting enough, McCluskey did use both binary and decimal notations to
represent combinations of opened and closed circuits, a crucial aspect that was too easily
overlooked.

In the social sciences, the QCA algorithm developed by Ragin (1987) treats 0 as the absence
and 1 as the presence of a condition. While these values are perfectly valid for describing
social phenomena and case studies, an algorithm restricted to only these two values is bound
to be slow for a large number of conditions.

The first general explanation relates the speed to the number of possible combinations in
the truth table, which increases exponentially to the powers of 2; for two causal conditions
there are 22 combinations, for 3 causal conditions there are exactly 23 combinations and
generally for k causal conditions there are 2k possible combinations. For k = 3, the truth
table (here represented as a matrix) is presented in Table 1.

In the social sciences, it is customary to represent causal conditions as letters (literals),
replacing 0 (the absence of the causal condition) with lower letters and 1 (the presence of the
causal condition) with capital letters. If three causal conditions were coded A, B and C, the
binary combination ‘1 0 1’ would be represented by ‘A b C’.

Table 1 The truth table
for three causal conditions

Line A B C Base 10

1 0 0 0 0
2 0 0 1 1
3 0 1 0 2
4 0 1 1 3
5 1 0 0 4
6 1 0 1 5
7 1 1 0 6
8 1 1 1 7
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In his later shift to fuzzy sets, Ragin (2000, p. 127) correctly observes there is a finite
number of possible prime implicants, which are included in what he calls “logically possible
groupings” and he shows there are 3k−1 such groupings.

His groupings idea is close to the essence of the algorithm I propose, but once again it
remained insuficiently exploited.

In fact, there are exactly 3k possible combinations (groupings). The last one (actually
the first one in the matrix) is not even considered anywhere in the literature: it is the case
when all causal conditions have been minimized, therefore no condition is responsible for
the appearance of the outcome. Even though this case never really occurs, it is still logically
possible; this algorithm uses the complete 3k matrix (Ragin’s groupings plus the remaining
combination) for ease of computation. An exact solution to a boolean minimization problem
is always found in the 3k space.

To completely benefit from this idea, the algorithm presented in this paper uses a slightly
(but crucially) different notation:

– a minimized literal is coded with 0
– the absence of a causal condition is coded with 1 (instead of 0)
– the presence of a causal condition is code with 2 (instead of 1)

It is still a boolean minimization problem, even though it now uses three numbers: 0, 1
and 2. This algorithm shifts from the base 2 matrix (the 2k combinations in the truth table) to
a base 3 matrix (the 3k space); for three causal conditions, the matrix is presented in Table 2.

If, for example, after a boolean minimization process the essential prime implicants
remained are found on the lines 2 and 7 (binary combinations ‘0 0 1’ and ‘0 2 0’), transforming

Table 2 The 3k space
for three causal conditions

Line A B C Base 10 Truth table

1 0 0 0 0
2 0 0 1 1
3 0 0 2 2
4 0 1 0 3
5 0 1 1 4
6 0 1 2 5
7 0 2 0 6
8 0 2 1 7
9 0 2 2 8

10 1 0 0 9
11 1 0 1 10
12 1 0 2 11
13 1 1 0 12
14 1 1 1 13 0 0 0
15 1 1 2 14 0 0 1
16 1 2 0 15
17 1 2 1 16 0 1 0
18 1 2 2 17 0 1 1
19 2 0 0 18
20 2 0 1 19
21 2 0 2 20
22 2 1 0 21
23 2 1 1 22 1 0 0
24 2 1 2 23 1 0 1
25 2 2 0 24
26 2 2 1 25 1 1 0
27 2 2 2 26 1 1 1
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these lines back in the base 2 form results in ‘– – 0’ and ‘– 1 –’ and the solution is ‘c + B’:
the outcome is produced either by the absence of the third condition or by the presence of
the second condition.

4 Possible methods of comparing cases

A possible, classic algorithm is an exhaustive one that checks everything: from all the literals
in any combination of causal conditions to comparing every possible pair of combinations.
This is the most inneficient and most resource consuming type of algorithm.

For k = 10, the total number of combinations is 210 = 1, 024. It may not seem a very
large number, but no minimization is possible unless two combinations differ by one and
only one literal. In order to obtain an exact solution, a clasic computer algorithm would check
all possible pairs of combinations, first to determine which combinations can be minimized
and second to actually perform the minimization process (to produce the prime implicants).

This process is repeated until no further minimization is possible. The number of all pos-
sible paired comparisons is potentially huge; the minimization process resembles a bubble
which quickly inflates in the first few iterations and deflates towards the last ones. For a large
number of causal conditions, in its moment of maximum inflation there are millions of prime
implicants; for only 10,000 prime implicants, the number of all possible paired comparisons
is about 50 m (or about 25 m unique pairs, given that it is unnecessary to compare the same
pair twice): C2

10,000 � 50,000,000.
For millions of prime implicants this number becomes so large that no ordinary computer

would ever produce a solution in a reasonable time.
Another possible approach is to use a cluster analysis for the entire input matrix at once.

The clustering algorithms compare every pair of two lines in order to show how similar (or
dissimilar) the pairs are. One such algorithm has a so called Manhattan distance which counts
the number of differences in a pair of lines. If this distance is equal to 1 it means that pair
is minimizable. Even though this technique is far superior in terms of speed to the previous
method (it can return the exact pairs of line numbers that can be minimized), it still doesn’t
prevent iterating through every pair in order to extract the prime implicants.

The matrix to search is dramatically reduced but for a large number of conditions it still
quickly builds up to such an extent that an algorithm of this kind becomes extremely slow.

Finally, the method used in the current algorithm uses the following ideas:

– any combination of causal conditions is a line number in the 3k matrix
– a prime implicant produced by minimizing two other combinations (groupings) is itself

a line number in the 3k matrix

To free the algorithm from the burden of checking an entire matrix, a better idea is to find a
mathematical function that takes two line numbers (the groupings) and produce another line
number (the prime implicant). Instead of dealing with a large matrix, it could work with only
a vector of line numbers; this is not only extremely fast but it also require dramatically fewer
computer memory and resources. For example, a matrix of 10 causal conditions requires
about 10 times more memory than a simple vector of line numbers.

This algorithm does not produce the entire truth table, but only selects the corresponding
line numbers of the combinations included in the analysis. The problem is the decimal
representation of the truth table (a 2k , base 2 matrix) is not the same with the corresponding
combinations in the 3k , base 3 matrix. The italicized rows in Table 2 are the corresponding
binary combinations in the truth table.
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A mathematical approach to the boolean minimization problem 105

It is possible to transform the 2k matrix into its base 3 equivalent (by simply adding 1) and
to transform the resulted combinations in their base 10 representation, but this is inefficient
because it uses valuable computer memory even to create the complete 2k matrix.

Instead, it is possible to directly create the relevant line numbers using a few simple
mathematical tricks.

5 Finding the relevant line numbers in the 3k matrix

For binary data, this algorithm uses a function based on few empirical observations (for
multi-value data, the formulae are different):

– the starting line number is always in the middle of the 3k matrix, at the value:

3k − 1

2

– the relevant lines are always grouped in blocks of two consecutive numbers
– all blocks are found in a series of three symmetric regions: the upper region and the lower

region always have the same pattern of lines, and the middle region is a gap which always
has possible prime implicants.

The last observation is more evident for a matrix with four causal conditions; the second
relevant half is presented in Table 3.

Given the fact that line numbers are always grouped in blocks of two, the function only
computes half of the numbers (the others are easily obtained by adding 1). The starting block
is already known, so the only remaining task is to determine the gaps between the series of
three symmetric regions.

The formula to compute the gaps (in terms of number of lines) is: 3x + 1 where x is the
last gap found.

The first x value to start with is 0 (because there is no gap between the first two lines),
therefore the first gap is 3 · 0 + 1 = 1

The second gap is 3 · 1 + 1 = 4; because there is a series of three symmetric regions, the
vector of gaps has the values: 1, 4, 1.

The next gap is 3 · 4 + 1 = 13; again, the function models the three symmetric regions
and the vector of gaps has the values: 1, 4, 1, 13, 1, 4, 1.

This procedure is repeated for a number of k − 1 times, where k is the number of causal
conditions.

Another equivalent formula to compute the gaps is:

3n − 3

6
where n = 2, . . . , k.

For n = 2, the first gap is:

32 − 3

6
= 1

For n = 3, the second gap is:

33 − 3

6
= 4
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Table 3 The second half of the 3k matrix with four causal conditions

Line A B C D Base 10 Truth table

41 1 1 1 1 40 0 0 0 0
42 1 1 1 2 41 0 0 0 1
43 1 1 2 0 42
44 1 1 2 1 43 0 0 1 0
45 1 1 2 2 44 0 0 1 1
46 1 2 0 0 45
47 1 2 0 1 46
48 1 2 0 2 47
49 1 2 1 0 48
50 1 2 1 1 49 0 1 0 0
51 1 2 1 2 50 0 1 0 1
52 1 2 2 0 51
53 1 2 2 1 52 0 1 1 0
54 1 2 2 2 53 0 1 1 1
55 2 0 0 0 54
56 2 0 0 1 55
57 2 0 0 2 56
58 2 0 1 0 57
59 2 0 1 1 58
60 2 0 1 2 59
61 2 0 2 0 60
62 2 0 2 1 61
63 2 0 2 2 62
64 2 1 0 0 63
65 2 1 0 1 64
66 2 1 0 2 65
67 2 1 1 0 66
68 2 1 1 1 67 1 0 0 0
69 2 1 1 2 68 1 0 0 1
70 2 1 2 0 69
71 2 1 2 1 70 1 0 1 0
72 2 1 2 2 71 1 0 1 1
73 2 2 0 0 72
74 2 2 0 1 73
75 2 2 0 2 74
76 2 2 1 0 75
77 2 2 1 1 76 1 1 0 0
78 2 2 1 2 77 1 1 0 1
79 2 2 2 0 78
80 2 2 2 1 79 1 1 1 0
81 2 2 2 2 80 1 1 1 1

The third gap is:

34 − 3

6
= 13, and so on.

The rest of the function computes a first vector of relevant line numbers using the formula:

x + y + 2

where x is the last number computed (starting with 3k + 1
2 ), and

y is taken from the vector of gaps.
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In Table 3 the starting line number is:

34 + 1

2
= 41

The next line number computed is:

41 + 1 + 2 = 44

The next one is:

44 + 4 + 2 = 50

and so on.
Finally, adding 1 to each line number previously computed forms the entire vector of

relevant line numbers in the base 3 matrix.

6 Minimizing two lines: the 2x − y rule

The mathematical formula to minimize two line numbers (groupings, combinations of causal
conditions or even prime implicants) is:

2x − y

where x is the smaller line number and y is the larger line number.
In Table 2, it can be observed that line 14: the equivalent of the ‘0 0 0’ combination in the

truth table (‘a b c’) and line 15: the equivalent of the ‘0 0 1’ combination in the truth table
(‘a b C’) can be minimized in the line 13: the equivalent of the ‘0 0 –’ prime implicant
(‘a b –’).

Another example of line numbers that can be minimized is the pair consisting from line
14: the equivalent of the ‘0 0 0’ combination in the truth table and line 23: the equivalent of
the ‘1 0 0’ combination in the truth table.

Applying the 2x − y rule gives: 2 · 14 − 23 = 5.
Line 5 is the equivalent of the ‘– 0 0’ prime implicant.
Similarly, two prime implicants could further be minimized. For example, line 5 (which

is ‘– 0 0 ’, or ‘– b c’) can be minimized with line 6 (which is ‘– 0 1’, or ‘– b C’) to produce
the essential prime implicant ‘– 0 –’ or simply the ‘b’ literal.

Not all pairs of line numbers can be minimized. Just as the extended combinations of
causal conditions, the only pairs of combinations that can be minimized are those that differ
by one literal (and one literal only). For example the pair of line numbers 14 (‘0 0 0’) and 24
(‘1 0 1’) cannot be minimized because they differ by two literals.

The next question to answer is: how does the algorithm decide which line numbers are
minimizable and which are not?

7 Finding the pairs of numbers that can be minimized: the forward rule

Let us take the simple example of the truth table with three causal conditions presented in
Table 1. In Fuzzy Sets Social Science, Ragin (2000) defines fuzzy sets as a multidimensional
vector space with 2k corners (where k is the number of causal conditions).
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The answer to the last question uses this sharp observation: for three causal conditions,
the vector space with 23 = 8 corners is a cube. From any corner of a cube there are exactly
three connections to other corners, which means one line in the truth table can be minimized
with exactly three other lines in the same truth table.

In Table 1, the truth table is a 2k matrix where line 1 is the combination ‘0 0 0’. The other
combinations in the truth table that can be used to minimizing line 1 are: line 5 (‘1 0 0’); line
3 (‘0 1 0’) and line 2 (‘0 0 1’). Notice the corresponding numbers in the base 10 equivalent
and their equivalents in the powers of 2:

Combination Base 10 Equivalent
1 0 0 4 22

0 1 0 2 21

0 0 1 1 20

The minimizable pairs of numbers are found in the powers of 2, in the following order:
22 21 20. For k causal conditions, the powers of 2 start with 2k−1 and end with 20.

Some lines are different with other lines both forward and backward from their position
in the truth table. For example line 3 (‘0 1 0’) can be minimized with line 7 (‘1 1 0’), line 1
(‘0 0 0’) and line 4 (‘0 1 1’).

Lines 7 and 4 are forward whereas line 1 is backward: 0 means ‘forward’ and 1 means
‘backward’.

The combination ‘0 1 0’ is thus ‘forward backward forward’, so that:
3 + 22 = 7
3 − 21 = 1
3 + 20 = 4

When minimizing a vector of line numbers, there is no need to duplicate an already
minimized pair. Suppose we started with lines 1, 3, 4 and 7.

Line 1 can be minimized with line 3, so the pair (1, 3) is checked.
Line 3 can be minimized with all the other, but the pair (3, 1) is the same with the pair

(1, 3): they both produce the same prime implicant. There is no need to search backwards:
if there was a pair line to minimize with, the algorithm would produce the prime implicant
when checking that line. This is a simplification that not only gets rid of redundant pairs but
it substantially reduces the computer circles needed to finish the algorithm.

The very same principle holds in the base 3 matrix; Table 3 is a matrix where the pairs of
numbers can be found in the powers of 3, in the order: 33 32 3130

The only difference from the base 2 matrix is related to defining the numbers:

– 0 means a minimized literal,
– 1 means ‘forward’ and
– 2 means ‘backward’.

For example, to find the pairs with line 53 (‘1 2 2 1’):
53 + 33 = 80
53 − 32 = 44
53 − 31 = 50
53 + 30 = 54

Following the forward rule, the only pairs of interest are lines 80 and 54.
In QCA every piece of memory counts, therefore the difficult part is to generate these

numbers, without generating the whole 3k matrix.
Table 4 depicts a 33 matrix stripped down to the forward bits of interest. The structure of

the forward bits has a symmetric pattern: there is a sequence of 30 = 1 bit every three lines
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Table 4 The forward bits
in a 3k matrix with three causal
conditions

Line A B C

1
2 1
3
4 1
5 1 1
6 1
7
8 1
9

10 1
11 1 1
12 1
13 1 1
14 1 1 1
15 1 1
16 1
17 1 1
18 1
19
20 1
21
22 1
23 1 1
24 1
25
26 1
27

in the last column, then a sequence of 31 = 3 bits in the middle column, then a sequence of
32 = 9 bits in the first column. The same expansion holds for any number of columns.

Line 2 can be forward minimized with line 3 only (2 + 30), whereas line 4 can be forward
minimized with line 7 only (4 + 31).

Generating the differences (defined as the line numbers that are forward minimizable) can
be done using the powers of 3:

– generate 30 = 1 sequence of 32 = 9 consecutive numbers starting with line 10 (1 + 32)
and ending with line 18 (33 − 32)

– generate 31 = 3 sequences of 31 = 3 consecutive numbers, starting with line 4 (1 + 31)
and ending with line 24 (33 − 31)

– generate 32 = 9 sequences of 30 = 1 consecutive numbers, starting with line 2 (1 + 30)
and ending with line 26 (33 − 30)

8 Memory versus speed. The differences matrix

These sequences are used by the algorithm in order to make the necessary minimizations.
Usually, there are several iterations of minimizations until the algorithm finds the prime
implicants that cannot be further minimized. Generating the sequences many times is not
a problem for a small number of causal conditions, but as they grow larger the generation
of the sequences themselves takes up important computer resources, therefore the algorithm
grows slower.
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Table 5 The differences matrix
for three causal conditions +32 +31 +30

10 4 2
11 5 5
12 6 8
13 13 11
14 14 14
15 15 17
16 22 20
17 23 23
18 24 26

A better solution is to generate the differences only once at the beginning of the algorithm
and store the numbers for use in all iterations. There are 3k−1 forward bits in each column of
the 3k matrix; in Table 4 with 3 causal conditions there are 9 forward bits on every column.
The best storing object with sequences of the same length is a matrix with 3k−1 rows.

Table 5 is a matrix holding all possible forward differences for three causal conditions. For
example, if line 10 is found in the first column, it will be minimized with line 10 + 32 = 19
using the 2x − y rule.

This approach uses more memory: for 15 causal conditions, the matrix has 314 = 4,782,969
rows by 15 columns (a total of 71,744,535 values and the memory usage grows exponentially),
but it is faster than generating the differences on the fly, on every iteration.

Fortunately, the larger the number of causal conditions included in the analysis, the larger
is the number of the cases needed (otherwise the number of potential solutions is extremely
large). As QCA researchers usually study a limited number of cases, it is extremely rare for
a QCA researcher to work with more than a dozen of causal conditions simultaneously.

In the memory versus speed dilemma, this algorithm opts for speed even if it means more
memory consumption. This is the only part of the algorithm which is intensive memory
consuming.

9 A simple example for three causal conditions

Let us suppose we have a truth table with the following configuration:

Line A B C Outcome
1 0 0 0 1
2 0 0 1 1
3 0 1 0 1
4 0 1 1 1
5 1 0 0 1
6 1 0 1 1
7 1 1 0 0
8 1 1 1 0

The last two lines are excluded from the analysis because the outcome is absent. The first
step of the algorithm is to select the first six line numbers from the base 3 matrix, which are:
14, 15, 17, 18, 23, 24.
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In the first iteration, the algorithm performs a vector matching with all three columns in
the differences matrix from Table 5:

– In the first column the matches are: 14, 15, 17, 18
Adding 32 = 9 to find their forward pairs: 23, 24, 26, 27
Values 26 and 27 are not in the starting vector, therefore the only pairs retained are
(14, 23) and (15, 24)

– In the second column the matches are: 14, 15, 23, 24
Adding 31 = 1 to find their forward pairs: 17, 18, 26, 27
Values 26 and 27 are not in the initial vector, therefore the only pairs retained for mini-
mization are (14, 17) and (14, 18)

– In the third column the matches are: 14, 17, 23
Adding 30 = 1 to find their forward pairs: 15, 18, 24
All of them are in the initial vector.

There are seven comparable pairs in total; applying the 2x − y rule yields the first set of
seven unique prime implicants: 5, 6, 11, 12, 13, 16, 22.

In the second iteration, the same procedure is repeated:

– In the first column the matches are: 11, 12, 13, 16
Adding 32 = 9 to find their forward pairs: 20, 21, 22, 23
Values 20, 21 and 23 are not in the prime implicants vector, therefore the only pair retained
is (13, 22)

– In the second column the matches are: 5, 6, 13, 22
Adding 31 = 1 to find their forward pairs: 8, 9, 16, 25
Values 8, 9, and 25 are not in the prime implicants vector, therefore the only pair retained
is (13, 16)

– In the third column the matches are: 5, 11
Adding 30 = 1 to find their forward pairs: 6, 12
All of them are in the prime implicants vector.

There are 4 comparable pairs in total; applying the 2x − y rule yields the second set of
prime implicants: 4, 10, 4, 10.
Two of them are duplicated, so there are two unique prime implicants left: 4, 10.

In iteration 3, no further minimizations are possible. From Table 2, the combinations of
causal conditions in lines 4 and 10 (in base 3) are:

Line A B C
4 0 1 0

10 1 0 0

Remember that the 3k matrix is not created by the algorithm; Table 2 is only presented
in this paper for demonstration purposes. Instead, a function to transform the line numbers
from base 10 to base 3 returns the same configuration.

In base 2 equivalent, the combinations are:

A B C
– 0 –
0 – –

Expressed as literals, the final prime implicants are: ‘b’ for line 4 and ‘a’ for line 10.
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Table 6 The adapted Quine’s prime-implicant chart example

ABCD ABCd ABcD ABcd AbcD Abcd aBCD aBCd abCD abCd abcd

AB x x x x – – – – – – –
BC x x – – – – x x – – –
Ac – – x x x x – – – – –
aC – – – – – – x x x x –
abd – – – – – – – – – x x
bcd – – – – – x – – – – x

10 Solving the prime-implicant chart

The next step in the QCA procedure is to solve the prime implicant chart to further reduce the
number of irrelevant prime implicants. A prime-implicant chart is a matrix that has the prime
implicants on the rows and the initial combinations of presence-absence of causal conditions
on the columns.

Given this simple example, no further reductions are possible and the final solution is:
‘a + b’: the outcome is produced either by the absence of ‘a’ or by the absence of ‘b’.

A more complicated example is presented in Table 6, adapted from (Quine, 1952, p. 358).
Many procedures to solve the prime-implicant chart exist. The final minimum solution

depends heavily on the procedure employed; for the results to be replicable, the routine
should be properly described. Sometimes the set of rules can be altered and the final solution
is more or less different, but it depends on the researchers objective: to obtain the minimum
(exhaustive) combination of prime implicants or to obtain less minimal but more substantively
interesting solutions.

In his 1952 paper, Quine presents a set of rules to extract the essential prime implicants
(or what he calls “the core of the formula”) and to simplify the chart until every possible
solution is extracted. His first rule is based on the observation that any column that present no
more than one cross on the rows is a part of the core, and the second rule applies only if the
first one is applied. His third rule resembles on what is called “the elimination of dominating
columns”: if one column present crosses in all rows where another column present more
crosses, than the second column dominates the first one and should be eliminated.

What Quine does not cover in that paper is another procedure, called “the elimination of
dominated row”: if one row present crosses in all columns where another row present more
crosses, than the first row is dominated by the second and should be eliminated.

Indeed, a dominated row is shorter than a dominating one, and contributes less to finding
a minimum number of prime implicants to cover all columns.

Later, Quine (1955) presents another method to derive a minimum combination of prime
implicants without constructing the chart, but modern computers are more than capable of
solving this “cumbersome” aspect at the time.

Although Quine’s procedure still remains the standard in solving prime-implicant charts,
this algorithm employes a different method. First, it eliminates the dominated rows, then it
applies a linear programming function which returnes the minimum number of rows (prime
implicants) needed to cover all columns (say X); the rest is trivial, checking all possible com-
binations of X rows and returning only those combinations that present a complete coverage.

The QCA researchers usually study a limited number of case studies, therefore the number
of columns is relatively small. Eliminating the dominating columns does not significantly
increase the speed of the algorithm. The situation is different with the rows of a prime-impli-
cants chart: for more than 10 causal conditions, it is possible to obtain hundreds of minimized
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prime implicants. Checking all possible combinations of X rows is significantly faster if the
number of rows is reduced; before applying the linear programming function, the algorithm
deletes all dominated rows. This exhaustive procedure returns all possible minimum solu-
tions, just like Quine’s original method.

11 Conclusions

Although very powerful algorithms have been developed in the engineering field, some of
them heuristic in nature, they do not present a complete solution (i.e. all possible minimum
combinations of causal conditions) therefore they are not ideally suited for social research.

The current algorithms that do produce a complete solution are either designed in the
classic Quine–McCluskey procedure which is memory hungry and extremely slow, or use
some approximations that are not guaranteed to produce the same solutions as the classic
exact method.

In this paper I have demonstrated a different method, a variation of the classic exact
algorithm that is not only fast but it requires significantly less computer resources.

The algorithm is already implemented and available as the QCA package in R (R Devel-
opment Core Team 2007). It also exists a graphical user interface in the companion package
QCAGUI, for which there is a user manual (Duşa 2007).
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Duşa, A.: User manual for the QCA(GUI) package in R. J. Business Res. 60(5), 576–586 (2007)
Fišer, P., Kubátová, H.: Flexible two-level Boolean minimizer BOOM-II and its applications. IEEE Comput.

Soc. Washington, DC, USA (2006)
McCluskey, E.J.: Minimization of Boolean functions. Bell Syst. Technical J. 5, 1417–1444 (1956)
Mill, J.S.: A System of Logic. Longman, Green, and Co., London (1843)
Quine, W.O.: The problem of simplifying truth functions. Bell Syst. Technical J. 5, 521–531 (1952)
Quine, W.O.: A way to simplify truth functions. Bell Syst. Technical J. 62, 627–631 (1955)
R Development Core Team: R: A Language and Environment for Statistical Computing. R Foundation for

Statistical Computing, Vienna, Austria (2007)
Ragin, C.C.: The Comparative Method. Moving Beyond Qualitative and Quantitative Strategies. University

Of California Press, Berkeley (1987)
Ragin, C.C.: Fuzzy Set Social Science. The University of Chicago Press (2000)
Ragin, C.C.: User’s Guide to Fuzzy-Set/Qualitative Comparative Analysis 2.0. Department of Sociology,

University of Arizona, Tucson, Arizona (2006)
Shannon, C.E.: A Symbolic Analysis of Relay and Switching Sircuits. Massachusetts Institute of Technology,

Department of Electrical Engineering. Retrieved from http://theses.mit.edu in October 2005

123

http://www.tosmana.net
http://theses.mit.edu

	A mathematical approach to the boolean minimization problem
	Abstract
	1 Introduction
	2 Current algorithms to produce a boolean minimization solution
	2.1 fsQCA
	2.2 Tosmana
	2.3 Espresso
	2.4 BOOM-II (from BOOlean Minimization)

	3 From base 2 to base 3
	4 Possible methods of comparing cases
	5 Finding the relevant line numbers in the 3k matrix
	6 Minimizing two lines: the 2x-y rule
	7 Finding the pairs of numbers that can be minimized: the forward rule
	8 Memory versus speed. The differences matrix
	9 A simple example for three causal conditions
	10 Solving the prime-implicant chart
	11 Conclusions


<<
  /ASCII85EncodePages false
  /AllowTransparency false
  /AutoPositionEPSFiles true
  /AutoRotatePages /None
  /Binding /Left
  /CalGrayProfile (None)
  /CalRGBProfile (sRGB IEC61966-2.1)
  /CalCMYKProfile (ISO Coated v2 300% \050ECI\051)
  /sRGBProfile (sRGB IEC61966-2.1)
  /CannotEmbedFontPolicy /Error
  /CompatibilityLevel 1.3
  /CompressObjects /Off
  /CompressPages true
  /ConvertImagesToIndexed true
  /PassThroughJPEGImages true
  /CreateJDFFile false
  /CreateJobTicket false
  /DefaultRenderingIntent /Perceptual
  /DetectBlends true
  /ColorConversionStrategy /sRGB
  /DoThumbnails true
  /EmbedAllFonts true
  /EmbedJobOptions true
  /DSCReportingLevel 0
  /SyntheticBoldness 1.00
  /EmitDSCWarnings false
  /EndPage -1
  /ImageMemory 524288
  /LockDistillerParams true
  /MaxSubsetPct 100
  /Optimize true
  /OPM 1
  /ParseDSCComments true
  /ParseDSCCommentsForDocInfo true
  /PreserveCopyPage true
  /PreserveEPSInfo true
  /PreserveHalftoneInfo false
  /PreserveOPIComments false
  /PreserveOverprintSettings true
  /StartPage 1
  /SubsetFonts false
  /TransferFunctionInfo /Apply
  /UCRandBGInfo /Preserve
  /UsePrologue false
  /ColorSettingsFile ()
  /AlwaysEmbed [ true
  ]
  /NeverEmbed [ true
  ]
  /AntiAliasColorImages false
  /DownsampleColorImages true
  /ColorImageDownsampleType /Bicubic
  /ColorImageResolution 150
  /ColorImageDepth -1
  /ColorImageDownsampleThreshold 1.50000
  /EncodeColorImages true
  /ColorImageFilter /DCTEncode
  /AutoFilterColorImages true
  /ColorImageAutoFilterStrategy /JPEG
  /ColorACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /ColorImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /JPEG2000ColorACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /JPEG2000ColorImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /AntiAliasGrayImages false
  /DownsampleGrayImages true
  /GrayImageDownsampleType /Bicubic
  /GrayImageResolution 150
  /GrayImageDepth -1
  /GrayImageDownsampleThreshold 1.50000
  /EncodeGrayImages true
  /GrayImageFilter /DCTEncode
  /AutoFilterGrayImages true
  /GrayImageAutoFilterStrategy /JPEG
  /GrayACSImageDict <<
    /QFactor 0.76
    /HSamples [2 1 1 2] /VSamples [2 1 1 2]
  >>
  /GrayImageDict <<
    /QFactor 0.15
    /HSamples [1 1 1 1] /VSamples [1 1 1 1]
  >>
  /JPEG2000GrayACSImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /JPEG2000GrayImageDict <<
    /TileWidth 256
    /TileHeight 256
    /Quality 30
  >>
  /AntiAliasMonoImages false
  /DownsampleMonoImages true
  /MonoImageDownsampleType /Bicubic
  /MonoImageResolution 600
  /MonoImageDepth -1
  /MonoImageDownsampleThreshold 1.50000
  /EncodeMonoImages true
  /MonoImageFilter /CCITTFaxEncode
  /MonoImageDict <<
    /K -1
  >>
  /AllowPSXObjects false
  /PDFX1aCheck false
  /PDFX3Check false
  /PDFXCompliantPDFOnly false
  /PDFXNoTrimBoxError true
  /PDFXTrimBoxToMediaBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXSetBleedBoxToMediaBox true
  /PDFXBleedBoxToTrimBoxOffset [
    0.00000
    0.00000
    0.00000
    0.00000
  ]
  /PDFXOutputIntentProfile (None)
  /PDFXOutputCondition ()
  /PDFXRegistryName (http://www.color.org?)
  /PDFXTrapped /False

  /Description <<
    /DEU <FEFF004a006f0062006f007000740069006f006e007300200066006f00720020004100630072006f006200610074002000440069007300740069006c006c0065007200200036002e000d00500072006f006400750063006500730020005000440046002000660069006c0065007300200077006800690063006800200061007200650020007500730065006400200066006f00720020006f006e006c0069006e0065002e000d0028006300290020003200300030003800200053007000720069006e006700650072002d005600650072006c0061006700200047006d006200480020000d000d0054006800650020006c00610074006500730074002000760065007200730069006f006e002000630061006e00200062006500200064006f0077006e006c006f006100640065006400200061007400200068007400740070003a002f002f00700072006f00640075006300740069006f006e002e0073007000720069006e006700650072002e0063006f006d000d0054006800650072006500200079006f0075002000630061006e00200061006c0073006f002000660069006e0064002000610020007300750069007400610062006c006500200045006e0066006f0063007500730020005000440046002000500072006f00660069006c006500200066006f0072002000500069007400530074006f0070002000500072006f00660065007300730069006f006e0061006c0020003600200061006e0064002000500069007400530074006f007000200053006500720076006500720020003300200066006f007200200070007200650066006c00690067006800740069006e006700200079006f007500720020005000440046002000660069006c006500730020006200650066006f007200650020006a006f00620020007300750062006d0069007300730069006f006e002e>
    /ENU <FEFF004a006f0062006f007000740069006f006e007300200066006f00720020004100630072006f006200610074002000440069007300740069006c006c0065007200200036002e000d00500072006f006400750063006500730020005000440046002000660069006c0065007300200077006800690063006800200061007200650020007500730065006400200066006f00720020006400690067006900740061006c0020007000720069006e00740069006e006700200061006e00640020006f006e006c0069006e0065002000750073006100670065002e000d0028006300290020003200300030003400200053007000720069006e00670065007200200061006e006400200049006d007000720065007300730065006400200047006d00620048>
  >>
>> setdistillerparams
<<
  /HWResolution [2400 2400]
  /PageSize [5952.756 8418.897]
>> setpagedevice


